CST8116 Lab Exercise 04 (22S)

# Instructions

* The five parts of the Software Development Process as presented by Cay Horstmann [1] will be used as the basis for this lab exercise.

1) Understand the problem

2) Develop and Describe an Algorithm

3) Test Algorithm with Simple Inputs

4) Translate the Algorithm into Java

5) Compile and Test Your Program

* Also refer to your textbook by Joyce Farrell [2] for help with pseucode, flowcharts, UML class diagrams.

# What is the problem to solve for this exercise?

* A tool manufacturing company needs software to verify the lengths of meter sticks as they come off the production line. The software should ask the user to enter the length of the meter stick in meters, then verify that it is within 0.0001 meters of 1 meter. (0.1 meter is decimeter, 0.01 meter is centimeter, 0.001 meter is millimeter). The program should also ask the user what type of output they wish to view, one of verifying the length of the meter stick, seeing the centimeters of the meter stick, seeing the millimetres of the meter stick, or seeing a text report that represents the meter stick. All numbers must be formatted to five decimal places for output. When verifying meter sticks the company uses a tolerance of 0.0001 meters i.e. no more than one-tenth of a millimeter off expected measure of 1.0.

# Part 1 Understand the Problem

* Review the word problem, as well as look at the starter code provided.
* Outline how the main logic would flow from inputs, to processing, to output.
* Outline how the verify method would flow from start to return statement including math
* Use a menu in method main to offer the user a selection of output choices (use constants), and use a selection structure to perform the appropriate processing before displaying the output. You may use any selection structure (select case or if then) in solving this problem.

# Part 2a Pseudocode

* Create a detailed UML Class diagram that documents the provided class(s).
* Write pseudocode for the verify method of class MeterStick
* Write pseudocode for the toString method of class MeterStick
* Write pseucode for the main method

?Reminder: Please review the lecture notes for UML Class diagrams as well as your Joyce Farrell textbook [2].

* In our course typically, we will have a class with only method main, as this is a static method it should be underlined.
* Local scope variables inside method main are not to be documented in the UML class diagram in the second row.
* Expanding on that, we never document variables that are local scope, i.e. declared within constructors or methods.
* The only variables that appear in a UML Class diagram, in the second row, are class-level variables declared at a class level.
* The only local-scope variables that appear in a UML class diagram, at all, are the parameters for constructors, and methods, but these are in-lined within each constructor’s or method’s line within the third row.

E.g.

![](data:image/png;base64,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)

Feel free to reproduce this example as part of your own UML Class diagrams.

## Part 2b Flowchart

* Write a flowchart for the verify method of class MeterStick
* Write a flowchart for the toString method of class MeterStick
* Write a flowchart for the main method
* Place these into your MS Word document as images.

# Part 3 Test Plans for Algorithms

* Create a table in your MS Word document
* You can use the example below as a guide
* Refer to the lecture notes in week 9 regarding boundary testing, there are more than just two tests required.

## Testing verify method of class MeterStick

Rather than using input, we use values of the length field, to then document expected vs actual method returns.

Check boundary conditions just above, below, and at the EPSILON value. (Expecting 5 tests.)

|  |  |  |  |
| --- | --- | --- | --- |
| length | Expected return | Actual return | Description |
| 1.0 | Meter stick is within tolerance of 0.00010 | Meter stick is within tolerance of 0.00010 | Hand trace of method logic indicates that the method return value matches expectations. Length is in between tolerance range. |
| 1.0002 | Meter stick is not within tolerance of 0.00010 | Meter stick is not within tolerance of 0.00010 | Hand trace of method logic indicates that the method return value matches expectations. Length is above upper tolerance range. |
|  |  |  |  |

## Verifying method main

The focus here is to verify that the menu system works, if the user enters a menu option that does not match the expected options are they given an error message from your program logic before the program shuts down?

|  |  |  |  |
| --- | --- | --- | --- |
| Input | Expected output | Actual output | Description |
| 1.0  1 | Meter stick is within tolerance of 0.00010 | Meter stick is within tolerance of 0.00010 | Hand trace of program logic indicates that menu option for displaying verification report worked correctly. Numbers should be formatted to 5 decimal places |
| 1.0  2 | Centimeters: 100.00000 | Centimeters: 100.00000 | Hand trace of program logic indicates that menu option for displaying centimeters conversion worked correctly. |
|  |  |  |  |

# Part 4 Translate the Algorithm into Java

* Create an Exercise04 project in Eclipse
* Using the starter code:
  + Update all of the comment sections as per the requirements of our course, see week 1 lecture notes
  + Follow your algorithm design and code the toString method, verify method, as well as method main.

# Part 5 Compile and Test Your Program

* Compile and run your program.
* Be prepared to demonstrate your program in the lab period, in the week before the formal lab submission is due.
* Re-use your algorithm test plans and test your program code
  + Also ensure that printf is correctly formatting to five decimal places for all output.
* Test and document invalid and valid input like:
  + Lengths within and outside tolerance
  + Valid and invalid menu selection
  + Text instead of numbers for input

**Important:** Only check for invalid inputs like text in place of numbers when testing and documenting the main method. The verify method would never be reached in the case of invalid user input so there would be no program crashes to document in the verify method testing table.

# Lab Demonstration Notes

* Your lab professor will ask you to demonstrate your program in lab, typically the week before the formal submission
* Your lab professor may also ask you a brief question on your code.

# Microsoft Word Document Format

See the template example (from lab exercise 1) and use the suggested headings below:

* Understand the Problem
* Pseudocode(s) and Detailed UML Class Diagram
* Flowchart(s)
* Test Plan Algorithm
* Test Plan Program

# Submission Requirements

* You will need to submit your MS Word document and .java code files by the due date as specified in Brightspace.
* Follow your lab professor’s submission guidelines.

# Grading (8 Points)

|  |  |  |  |
| --- | --- | --- | --- |
| Criteria | Missing / Incorrect (0) | Below Expectations (0.5) | Meets Expectations (1) |
| Understand the Problem | Missing or incorrect. | Partly correct. | Briefly outlines the necessary steps, in order, as an overview. Has examples of boolean expressions needed to solve the problem. |
| Pseudocode(s) | Missing or incorrect. | Partly correct. | Correct format, steps are in correct sequence and lead to correct outputs. Demonstrates correct selection structure use in needed places.  Detailed UML class diagrams are correct. |
| Flowchart(s) | Missing or incorrect. | Partly correct. | Correct format, correct shapes used, steps are in correct sequence, matching pseudocode and lead to correct outputs.  Demonstrates correct selection structure use in needed places. |
| Test Plan for Pseudocode and Flowchart | Missing or incorrect. | Partly correct. | Has correct format as shown in the lab handout, has test values and expected and actual outputs. Has coverage for boundary checks. |
| Demo in lab period | Missing or student could not answer any questions correctly. | Student program may not compile or run correctly, student partly answers question(s) related to their program code, or answer(s) are partly correct. | Student program compiles, and runs correctly, student correctly answers question(s) related to their program code. |
| Source Code: \*.java file(s) Comments and Conventions | Missing or poorly done. | Missing a comment-header from one or more of class declaration and / or method main declaration. Code loosely follows Java coding conventions for identifiers, indentation. | File comment header with student full name is present. Class and method declarations have comment headers. Code closely follows Java coding conventions for identifiers, indentation. This includes Java conventions for indentation of nested selection structure(s). |
| Source Code:  \*.java file(s) program structure and logic. | Missing or poorly done or program does not follow from the pseudocode, and flowchart(s). | Program may have small syntax mistakes and will not compile, and / or produces incorrect output when run. Program loosely follows the student’s pseudocode and flowchart(s). | Program has correct syntax and program logic that produces correct output. Program closely follows the student’s pseudocode and flowchart(s). Program logic for selection structure(s) is correct. |
| Test Plan for Program | Missing or poorly done or is only an unchanged copy of the provided algorithm test plan. | May not have correct format, does not verify that the program outputs match expectations. | Has correct format as shown in the lab handout, verifies that the program outputs match, and documents variations in output including samples of invalid inputs including invalid input that will crash the program. |

# Appendix: Sample Program Runs

Note that the user input in the examples below was formatted with bold text and highlighted using MS Word formatting tools. Within the Eclipse IDE the default font color for user input is a light green.

Each sample is a separate run of the program from start to finish.

## Meter stick out of tolerance

Meter stick checker program.

Enter measured length in meters: **1.002**

Please select from one of the following:

1 to validate meter stick

2 to show meter stick length in centimeters

3 to show meter stick length in millimeters

4 to show meter stick report

**1**

Meter stick is not within tolerance of 0.00010

Program by Stanley Pieda

## Meter stick within tolerance

Meter stick checker program.

Enter measured length in meters: **1.0000999**

Please select from one of the following:

1 to validate meter stick

2 to show meter stick length in centimeters

3 to show meter stick length in millimeters

4 to show meter stick report

**1**

Meter stick is within tolerance of 0.00010

Program by Stanley Pieda

## Meter stick out of tolerance, centimeters conversion

Meter stick checker program.

Enter measured length in meters: **1.02**

Please select from one of the following:

1 to validate meter stick

2 to show meter stick length in centimeters

3 to show meter stick length in millimeters

4 to show meter stick report

**2**

Centimeters: 102.00000

Program by Stanley Pieda

## Meter stick out of tolerance, millimeters conversion

Meter stick checker program.

Enter measured length in meters: **1.02**

Please select from one of the following:

1 to validate meter stick

2 to show meter stick length in centimeters

3 to show meter stick length in millimeters

4 to show meter stick report

**3**

Millimeters: 1020.00000

Program by Stanley Pieda

## Meter stick out of tolerance, text representation

Meter stick checker program.

Enter measured length in meters: **1.02**

Please select from one of the following:

1 to validate meter stick

2 to show meter stick length in centimeters

3 to show meter stick length in millimeters

4 to show meter stick report

**4**

MeterStick length 1.02000

Program by Stanley Pieda

## Meter stick out of tolerance, invalid menu option entered

Meter stick checker program.

Enter measured length in meters: **1.02**

Please select from one of the following:

1 to validate meter stick

2 to show meter stick length in centimeters

3 to show meter stick length in millimeters

4 to show meter stick report

**42**

Invalid menu option selected

Program by Stanley Pieda
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